Paradigma de programação

Para começarmos a falar sobre paradigmas de programação é importante entendermos antes de tudo que quando falamos de paradigmas de programação, não estamos falando de **linguagens** de programação, são coisas distintas.

Então o que são paradigmas de programação?

Podemos dizer **serem um estilo de programação ou um tipo de estruturação ao qual a linguagem deverá respeitar**. Da mesma maneira que existem diversas linguagens de programação, temos também diversas formas de programar. Se trata da **forma como você soluciona problemas utilizando determinada linguagem**.

Vamos a um exemplo:

Imagine que você precisa realizar uma determinada entrega em um local x. Existem diversas maneiras de você realizar essa tarefa: você pode ir até o local usando seu carro, bicicleta, carro de aplicativo etc. A maneira como irá realizar essa tarefa deve ser escolhida com base na que seja melhor para você considerando fatores como tempo e custo, que dependem de algumas análises, por exemplo: a distância entre o seu local e o local de entrega.

Em programação, também podemos recorrer a diferentes maneiras para alcançar um mesmo objetivo.

A essas maneiras damos o nome de paradigmas.

Alguns paradigmas de programação existentes

* Paradigma Imperativo

Neste paradigma, também chamado de *procedural*, o programador escreve uma lista de instruções, um passo-a-passo e sequência do que deverá ser executado pela máquina.

* Paradigma Funcional

A base deste paradigma é a execução de uma série de *funções*, ou seja, uma série de blocos de código.

* Paradigma Lógico

Este paradigma utiliza *avaliações lógico-matemáticas* como padrões de entrada e saída.

* Paradigma Orientado a Objetos

A programação orientada a objetos surgiu com o objetivo de aproximar a programação do mundo real, trazendo os objetos como algo genérico que pode *representar algo do nosso mundo real* e categorizados em tipos.

Ao compreendermos paradigmas de programação podemos nos orientar e identificar qual paradigma de programação se adapta mais e irá nos trazer melhor resultado para a solução que queremos desenvolver.

Materiais complementares

* <https://cs.lmu.edu/~ray/notes/paradigms/>

Referências

* <https://blog.geekhunter.com.br/quais-sao-os-paradigmas-de-programacao/>
* <https://guia.dev/pt/pillars/languages-and-tools/programming-paradigms.html>

# Introdução ao Java

Java é uma linguagem de programação orientada a objetos, criada pela Sun Microsystems em 1995 que, posteriormente, foi adquirida pela Oracle. Apesar disso, a linguagem Java (que também pode ser referida como uma plataforma) é mantida pela JCP (Java Community Press) que organiza as discussões e mudanças através de JSR (Java Specification Requests).

Com o sucesso da internet, também surgiram problemas. Um deles é que, com diversos sistemas operacionais surgindo, um código era escrito por um determinado sistema operacional, gerava um executável, como o ".exe" (no Windows) e esse código só funcionava naquele determinado sistema operacional.
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**Figura 1** – Arquitetura\_execução (Fonte da imagem:da autora)

Com isso, foi decidido resgatar uma ideia que não foi bem-sucedida para problemas anteriores e aplicá-la no novo problema. Um código escrito em uma única linguagem, o Java, iria gerar um executável, o bytecode Java. Esse executável seria lido e entendido por uma máquina virtual (JVM) e convertido para ser executado no sistema operacional destino.
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**Figura 2** – resolução (Fonte da imagem:da autora)

O principal diferencial do Java quando foi lançado era o seu suporte multiplataforma, propagado sob o slogan "Write once, run everywhere". Comparada às linguagens da época, distribuídas na forma de código-objeto, Java trazia o diferencial de que seu código era compilado para uma linguagem intermediária (o bytecode), sendo este interpretado por uma **Java Virtual Machine (JVM).**Esse ambiente virtual, sim, sendo dependente de sistema operacional e arquitetura de processadores.
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**Figura 3** – Uma visão geral do processo de desenvolvimento de software (Fonte da imagem: [Docs oracle](https://docs.oracle.com/))

## **JDK e JRE**

* **Java Development Kit - JDK**é basicamente, um conjunto de utilitários, um pacote de software que nos entrega todo o ambiente necessário para que seja possível desenvolver aplicações em Java como bibliotecas, JVM e o compilador.
* **Java Runtime Environment**é uma camada de software, que é executado sobre um sistema operacional, e nos fornece os recursos necessários (bibliotecas de classe e a JVM) para ter um ambiente que seja possível executar programas em Java.

## **Configuração de ambiente**

Para fazer a configuração do seu ambiente local Java, você precisa:

1. Fazer o download de uma JDK no link a seguir, escolher a versão do Java que você quer instalar e a versão compatível com seu sistema operacional. [Download JDK](https://www.oracle.com/java/technologies/downloads/)
2. Criar a variável de ambiente $JAVA\_HOME e adicionar a pasta $JAVA\_HOME/bin ao $Path. Você pode verificar como criar essa variável de ambiente de acordo com seu sistema operacional no link a seguir. (<https://www.java.com/pt-BR/download/help/path_pt-br.html>)
3. Adquirir/instalar uma IDE. Recomendamos o uso do IntelliJ Idea Community (essa é a versão gratuita, enquanto a Ultimate é a versão paga). [Download IntelliJ](https://www.jetbrains.com/pt-br/idea/download/)

Agora que entendemos um pouco mais da história do Java, suas ferramentas e como podemos obter um ambiente para a criação de nossas aplicações, podemos começar a nos aprofundar na linguagem nos próximos tópicos.

### Materiais complementares

* <https://www.oracle.com/java/technologies/javase-documentation.html>

### Referências

* <https://www.devmedia.com.br/java-historia-e-principais-conceitos/25178>
* <https://www.oracle.com/java/technologies/javase-documentation.html>

# Operadores

Assim como temos os operadores matemáticos da aritmética, álgebra, trigonometria, cálculo etc. O Java define símbolos especiais para realizar operações com nossas variáveis também. Esses operadores podem tomar um, dois ou três termos e agir sobre eles.

* Aritméticos: soma (+), subtração (-), multiplicação (\*) e divisão (/);
* Lógicos: negação (!), E (&&), OU (||) // duplo pipe
* Relacionais: maior que (>), menor que (<), igual (==), diferente (!=)
* Ternário: ? :

Existem algumas variações desses operadores que encurtam as expressões que escrevemos. Por exemplo, ao invés de:

int contador = 0;

contador = contador + 1;

Podemos usar o operador unário ++ na forma pós-fixada contador++ ou até mesmo, pré-fixada ++contador. A diferença é que, ao usar a forma pós-fixada, o valor atual de contador é informado e, em seguida, seu valor é adicionado de 1. Ao contrário, na forma pré-fixada, primeiro é realizado o acréscimo e, depois, o novo valor é retornado.

Um operador aritmético especial, e que não foi mencionado, é o mod %. Este operador informa o "resto da divisão", por exemplo:

int resultado = 3 % 2; // resultado = 1

O operador mod é, frequentemente, usado para verificar se um número é par ou ímpar. (Esse exemplo fica como exercício).

## **Precedência**

Assim como na Matemática, costumamos usar vários operadores em uma mesma expressão. Para que o resultado não nos surpreenda, precisamos conhecer bem a precedência dos operadores. Ou seja, em ordem de prioridade dos operadores e como serão executados.

| **Operators** | **Precedence** |
| --- | --- |
| postfix | exp++ exp-- |
| unary | ++exp --exp +exp -exp ~ ! |
| multiplicative | \* / & |
| additive | + - |
| relational | < > <= >= |
| equality | == != |
| logical AND | && |
| logical OR | || |
| ternary | ? : |
| assignment | = += -= \*= /= %= |

### Materiais complementares

* <https://docs.oracle.com/javase/tutorial/java/nutsandbolts/operators.html>

### Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>

# Saídas

É comum querermos apresentar alguma mensagem e/ou resultado para usuário durante a criação de nossos programas, podemos realizar isso através do terminal do computador.

Como já vimos até aqui, podemos realizar isso utilizando as saídas em Java que podem ser feitas através da instrução:

System.out.println(expression);

É desta forma que escrevemos nosso primeiro programa "Hello World":

System.out.println("Hello World");// expected result > Hello World

Neste exemplo, temos que a expressão a ser escrita é uma simples string. Podemos variar este mesmo comportamento declarando essa string em uma variável e informando a variável como expressão:

String greeting = "Hello World";

System.out.println(greeting);// expected result > Hello World

Ainda podemos incrementar mais e usar os operadores que aprendemos para combinar (concatenar) strings. Vamos declarar uma variável com o nome de alguém e emitir uma saudação personalizada:

String name = "John Doe";

System.out.println("Hello, " + name);// expected result > Hello, John Doe

Mas se ainda quisermos mais liberdade para formatar nossa saída, podemos optar pelo método printf. Sua sintaxe é:

System.out.printf(format, arguments);

Em format nós escrevemos a expressão que será escrita em console usando a sintaxe Format String Syntax. Essa sintaxe permite o uso de marcadores de argumentos, ou seja, cada marcador define uma variável que será substituída pelo valor contido nos arguments. O segundo parâmetro, arguments, contém uma sequência de valores, separados por vírgulas, correspondente a cada marcador definido no primeiro parâmetro (format).

Vamos analisar o seguinte exemplo:

String name = "John Doe";

System.out.printf("Hello, %s.", name);// expected result > Hello, John Doe.

Apesar de ser muito semelhante ao exemplo anterior, perceba que a sintaxe é um pouco mais simples. Usando a sintaxe Format String Syntax definimos o marcador %s, o qual define um valor do tipo String. Existe um marcador específico para cada tipo de dados:

* s – formats strings
* d – formats decimal integers
* f – formats the floating-point numbers
* t – formats date/time values

# Entradas

Agora que já aprendemos como escrever valores em console, vamos aprender um pouco sobre como ler esses valores. Isso nos levará a outro nível de poder de programação com a linguagem Java.

Até aqui, todos os valores de variáveis com os quais trabalhamos foram definidos por nós no próprio código-fonte. Isso "amarrou" nossos programas a sempre funcionarem da mesma forma a cada execução. Agora, no entanto, poderemos ler valores inseridos pelos usuários e deixar nosso programa mais dinâmico.

## **String[] args**

A forma mais simples de ler entradas do usuário do programa é através do array args contido na assinatura do método main. Vamos relembrar a sintaxe deste método:

public static void main(String[] args)

O array args é preenchido com os argumentos informados ao nosso programa durante a inicialização dele. Isto é, quando vamos executar nosso programa, podemos definir valores, separados por espaços, como argumentos.

Por exemplo, o programa a seguir deve receber o nome do usuário como argumento e exibir uma saudação personalizada - veja que já estamos aplicando os conceitos de formatação vistos anteriormente:

public class Aplicacao {

public static void main(String[] args) {

System.out.printf("Hello, %s.", args[0]);

}

}

E, então, executamos o programa com o comando em terminal:

java Aplicacao "John Doe"

A saída esperada é Hello, John Doe.

Observe, porém, que o array args é do tipo String. Ou seja, caso você deseje usá-lo para receber um número ou algum dos demais tipos válidos, você precisa fazer a conversão para o tipo correto. Por exemplo:

public class Aplicacao {

public static void main(String[] args) {

int numero = Integer.parseInt(args[0]);

System.out.printf("Você informou o número %d.", numero);

}

}

Para a execução:

java Aplicacao 2

A saída esperada é Você informou o número 2.

## **java.util.Scanner**

A abordagem usando o array args serve apenas para cenários simples, onde todos os argumentos do programa serão informados logo em sua inicialização, mas não nos permite realizar algo interativo, onde vamos recebendo "inputs" passo-a-passo do usuário ou definindo o comportamento da aplicação de forma dinâmica.

Por exemplo, baseando-se no exercício anterior, onde convertemos um peso de quilogramas para libras, agora vamos converter o peso de 2 pessoas:

public class Aplicacao {

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.println("Informe o peso da primeira pessoa em kg");

double peso1 = sc.nextDouble();

System.out.println("Informe o peso da segunda pessoa em kg");

double peso2 = sc.nextDouble();

final float FATOR\_CONVERSAO\_KG\_LB = 2.20462f;

System.out.printf("O peso da primeira pessoa em libras é %flb.%n", (peso1 \* FATOR\_CONVERSAO\_KG\_LB));

System.out.printf("O peso da segunda pessoa em libras é %flb.%n", (peso2 \* FATOR\_CONVERSAO\_KG\_LB));

}

}

A primeira linha do nosso programa (dentro do método main) é a declaração de uma variável do tipo Scanner. Através desse tipo especial vamos ler os valores do console, sempre de acordo com o tipo de dado esperado. Veja que, como esperamos um valor do tipo double, usamos a funcionalidade nextDouble.

### Materiais complementares

* <https://www.baeldung.com/java-printstream-printf>
* <https://docs.oracle.com/javase/tutorial/java/data/numberformat.html>

### Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>
* <https://www.baeldung.com/java-printstream-printf>

## **Funções**

Em Java, chamamos/damos o nome de **métodos** para funções, que são blocos de códigos responsáveis por executar ações ou procedimentos em seu projeto.

Os métodos em Java devem sempre ser definidos em uma classe e é composto por modificador de acesso, tipo do retorno, nome do método e seus argumentos, veja a seguir a sintaxe de um método.

[modificador] tipo\_retorno nome ([argumentos]) {

//conteudo do método

}

1. Modificadores de acesso: são utilizados para definir o tipo de acesso que aquele método terá. Podem ser:
   * public: Pode ser acessado por qualquer outra classe do projeto
   * protected: Podem ser acessados pelos métodos da própria classe, pelas classes do mesmo pacote e pelas classes derivadas.
   * private: Só podem ser acessados pelos métodos da própria classe.

Ainda existe uma quarta opção que é quando omitimos o modificador. Nesse caso, chamamos de visibilidade "default", a qual permite o acesso pelos métodos da própria classe e do mesmo pacote.

Exemplos:

public int somaDoisNumeros(int numero1, int numero2){

return numero1 + numero2;

}

private int subtrairDoisNumeros(int numero1, int numero2){

return numero1 - numero2;

}

protected int dividirDoisNumeros(int numero1, int numero2){

return numero1 / numero2;

}

1. Nome do método: é o nome que damos para aquele bloco de código, o nome que damos a um método deve remeter a aquilo que o método, realiza, se você cria um método que tem como objetivo somar dois números, você pode colocar o nome de somaDoisNumeros.
2. Tipo do retorno: é o tipo que será retornado ao final da execução daquele método para quem o chamar, como int, string, utilizamos void, quando o retorno será vazio.
3. Argumentos: também chamados de parâmetros, são valores que devem ser passados ao método quando chamados, um método pode ter nenhum, um ou mais parâmetros. O nome do método acrescido de seus parâmetros é denominado **assinatura do método**.

### Quando utilizar métodos

Podemos utilizar métodos quando queremos isolar alguma execução ou funcionalidade em um projeto, principalmente se for algo que precisará ser executado muitas vezes e/ou em diferentes partes do código, com isso não escrevemos código repetido e podemos apenas chamar o método criado onde queremos executar essa ação.

Segue exemplo de um método

public int somaDoisNumeros(int numero1, int numero2){

return numero1 + numero2;

}

### Método main

Quando um programa Java é executado a JVM tenta sempre chamar o método main da classe que é onde geralmente iniciamos o nosso projeto. Quando declaramos a main como static é permitido que a JVM chame a classe main sem precisar criar uma instância da mesma, dessa forma, ela é conhecida como classe principal do projeto.

public static void main(String[] args) {

//codigo

}

### Materiais complementares

* <https://www.devmedia.com.br/trabalhando-com-metodos-em-java/25917>

### Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>
* <https://www.devmedia.com.br/trabalhando-com-metodos-em-java/25917#:~:text=Os%20m%C3%A9todos%20s%C3%A3o%20conhecidos%20como,a%20constru%C3%A7%C3%A3o%20de%20novos%20sistemas>.

Separação de Responsabilidade

Quando falamos em dividir o código em funções ou métodos (nome mais apropriado dentro da linguagem Java), é comum vir a dúvida: *quando eu sei que devo separar o código num método próprio?* É sobre isso que vamos discutir nesse tópico.

*O livro Código Limpo é um ótimo referencial para todo programador do mundo da Programação Orientada a Objetos. Especialmente, os desenvolvedores Java! É verdade que ainda não falamos sobre "orientação a objetos", mas sobre essa discussão de separação de métodos o autor dedica o capítulo 3 inteiro para isso!*

Quando um código está difícil de ser compreendido ou alterado, é um bom sinal que ele está longo demais, assumindo **muitas responsabilidades**. Considere o seguinte código:

public class Aplicacao {

public static void main(String[] args) {

Scanner input = new Scanner(System.in);

System.out.println("Nome:");

String nome = input.nextLine();

System.out.println("Data de nascimento:");

String dataNascimento = input.nextLine();

System.out.println("Endereço (logradouro, número, bairro, cidade, estado):");

String endereco = input.nextLine();

System.out.println("Complemento:");

String complemento = input.nextLine();

System.out.println("Profissão:");

String profissao = input.nextLine();

System.out.println("E-mail:");

String email = input.nextLine();

System.out.println("Telefone:");

String telefone = input.nextLine();

System.out.println("Pessoa { "

+ "nome = "+ nome

+ "Data de nascimento: = "+ dataNascimento

+ "Endereço = "+ endereco

+ "Complemento = "+ complemento

+ "Profissão = "+ profissao

+ "E-mail = "+ email

+ "Telefone = "+ telefone

+" }");

}

}

Por mais que seja um código simples, não é tão fácil de entender. E se surgir a necessidade de adicionar mais dados, vamos sempre ter que voltar e alterar algo que já estava funcionando bem.

Pequenas

*"A primeira regra para funções é que elas devem ser pequenas. A segunda é que devem ser ainda menores." (Robert C. Martin)*

Não existe um estudo que comprove a eficiência de métodos pequenos, que eles sejam mais rápidos ou melhores, ou que gerem menos erros. O fato é que ao restringir ao máximo sua responsabilidade, o código fica mais coeso e, por consequência, mais legível.

Faça apenas uma coisa

Sempre que você escrever um código, imagine-se explicando-o para um colega. No livro "O programador pragmático" (David Thomas, Andrew Hunt), os autores descrevem a cena de um desenvolvedor explicando o comportamento do código para um pato de borracha em sua mesa. Esse momento de "olhar com outros olhos", ou de um ponto de vista diferente, é fundamental em todo processo criativo. E na programação não é diferente.

Se você percebeu - durante seu exercício de explicar o código para um colega - que você está detalhando demais, ou que haveriam muitos "por quê" do seu colega, é bem provável que seu código está fazendo **muitas coisas**. Por exemplo, considere os seguintes passos:

1. Pegue seu telefone
2. Pegue sua carteira
3. Pegue sua chave
4. Abra a porta de casa e saia
5. Se dirija até a rua
6. Ande pela calçada
7. Verifique se é seguro atravessar a rua
8. Atravesse a rua
9. Continue na calçada até a venda
10. Localize o freezer
11. Localize o sorvete de creme
12. Vá ao caixa
13. Pague pelo sorvete ...

Você percebe que todos esses passos poderiam ser resumidos em tarefas de mais "alto nível"? Principalmente, se a conversa acontece entre duas pessoas que já compraram o tal sorvete na tal venda perto de casa, isso poderia causar a perda de paciência do ouvinte. Veja que podemos definir um programa "ComprarSorvete" com alguns poucos passos:

1. Pegue telefone, carteira e chave
2. Vá à venda mais próxima
3. Compre o sorvete de creme

Veja que agora temos poucas linhas definindo o que precisamos fazer. Se houver alguma dúvida em como chegar à venda mais próxima, estes são detalhes específicos. Ou seja, voltando ao nosso estudo de programação, devem estar num método específico.

*Uma dica para resolver este problema é: Se você consegue extrair um trecho do seu método para outro método, então você deveria fazer.*

*Quando estudarmos sobre estruturas condicionais, laços e tratamentos de exceções, você deveria considerar cada uma dessas coisas com a possibilidade de extrair para um método específico.*

Controle de Fluxo

Em Java, temos blocos especiais que controlam o fluxo de execução do nosso programa. Ou seja, esses blocos podem ser executados sim/não de acordo com uma condição definida (if-then, if-then-else, switch) ou ainda, podem ser executados repetidamente (for, while, do-while) de acordo com o controle definido.

Estruturas Condicionais

A estrutura mais simples é o bloco if-then. O conteúdo deste bloco será **executado apenas quando a condição definida for true**. No seguinte trecho de código, observamos uma representação de uma funcionalidade de frenagem de uma bicicleta. Assim, se o valor de isMoving for verdadeiro, então a velocidade currentSpeed será decrementada.

void applyBrakes() {

// the "if" clause: bicycle must be moving

if (isMoving){

// the "then" clause: decrease current speed

currentSpeed--;

}

}

No exemplo anterior, consideramos apenas se o valor de isMoving for verdadeiro. Mas, e quando for necessário tratar o caso contrário? Para isso, temos a palavra-chave else. Logo, temos uma estrutura chamada if-then-else. Fazendo a alteração no código anterior, temos

void applyBrakes() {

if (isMoving) {

currentSpeed--;

} else {

System.err.println("The bicycle has already stopped!");

}

}

Veja que, caso o valor de isMoving seja falso, então será exibida uma mensagem de erro no console.

Estruturas if-then-else podem ser encadeadas usando a combinação de palavras-chave else if. Veja no próximo exemplo o algoritmo para converter uma nota de 0-100 em graduações A-F. A saída esperada é Grade = C.

class IfElseDemo {

public static void main(String[] args) {

int testscore = 76;

char grade;

if (testscore >= 90) {

grade = 'A';

} else if (testscore >= 80) {

grade = 'B';

} else if (testscore >= 70) {

grade = 'C';

} else if (testscore >= 60) {

grade = 'D';

} else {

grade = 'F';

}

System.out.println("Grade = " + grade);

}

}

Existe um cenário especial, semelhante ao código anterior, quando desejamos realizar determinado comportamento de acordo com o valor contido em uma variável, sendo esse valor pertencente a um universo bem limitado. Por exemplo, desejamos converter valores 1-12 em texto com o respectivo nome do mês.

public class SwitchDemo {

public static void main(String[] args) {

int month = 8;

String monthString;

switch (month) {

case 1: monthString = "January";

break;

case 2: monthString = "February";

break;

case 3: monthString = "March";

break;

case 4: monthString = "April";

break;

case 5: monthString = "May";

break;

case 6: monthString = "June";

break;

case 7: monthString = "July";

break;

case 8: monthString = "August";

break;

case 9: monthString = "September";

break;

case 10: monthString = "October";

break;

case 11: monthString = "November";

break;

case 12: monthString = "December";

break;

default: monthString = "Invalid month";

break;

}

System.out.println(monthString);

}

}

Neste último exemplo, usamos a estrutura de controle condicional switch. A estrutura switch permite variáveis dos tipos primitivos byte, short, char e int. Também aceita Enum e String.

Note que neste exemplo simples, estamos associando um valor em monthString para cada valor de month. No entanto, imagine que desejamos saber quantos dias existem em um determinado mês. É um cenário onde temos a mesma resposta para mais de uma entrada. A estrutura switch também dá suporte a este caso, e o código seria semelhante a

class SwitchDemo2 {

public static void main(String[] args) {

int month = 2;

int year = 2000;

int numDays = 0;

switch (month) {

case 1: case 3: case 5:

case 7: case 8: case 10:

case 12:

numDays = 31;

break;

case 4: case 6:

case 9: case 11:

numDays = 30;

break;

case 2:

if (((year % 4 == 0) &&

!(year % 100 == 0))

|| (year % 400 == 0)) // checking for leap year

numDays = 29;

else

numDays = 28;

break;

default:

System.out.println("Invalid month.");

break;

}

System.out.println("Number of Days = " + numDays);// expected result is 28 (for year 2021)

}

}

Materiais complementares

* <https://docs.oracle.com/javase/tutorial/java/nutsandbolts/if.html>

Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>
* <https://www.devmedia.com.br/controle-de-fluxo-parte-l/5527>

# Estruturas de repetição

Java possui duas estruturas de controle de repetições: for e while (do-while é uma variação desta última). Enquanto a primeira executa uma quantidade pré-definida conhecida de repetições, a outra define repetições baseadas em uma condição booleana.

## **While/Do-while**

A estrutura while executa continuamente um bloco de código baseado na avaliação de uma expressão booleana (verdadeiro/falso). Sua sintaxe-base é

while (expression) {

// statement(s)

}

Assim como fornecemos uma variável booleana para a estrutura condicional if, aqui também podemos fornecer uma única variável ou uma expressão completa. Considere o trecho a seguir,

class WhileDemo {

public static void main(String[] args){

int count = 1;

while (count < 11) {

System.out.println("Count is: " + count);

count++;

}

}

}

A saída esperada para a execução do programa é

Count is: 1

Count is: 2

Count is: 3

Count is: 4

Count is: 5

Count is: 6

Count is: 7

Count is: 8

Count is: 9

Count is: 10

Você conseguiu "ver"? Declaramos uma variável int count com o valor inicial 1. Assim, a instrução em seguida é a estrutura de repetição condicional while. Como o valor de count é 1, e sabemos que 1 < 11 é verdade, então o bloco será executado a primeira vez, escrevendo em console Count is: 1. Em seguida, a variável count será incrementada, encerrando a primeira execução do bloco. Como estamos estudando uma estrutura de repetição, o bloco será repetido **enquanto** a expressão for verdade. Para o novo valor de count = 2, a expressão continua sendo válida, portanto, será escrita a linha Count is: 2 e assim por diante até que, após escrever a linha Count is: 10 o valor de count será incrementado, resultando 11. Na avaliação seguinte, a expressão 11 < 11 é falsa, encerrando as repetições do bloco while e, consequentemente, nosso programa.

Mas, o que acontece quando não temos um valor inicial? Esse é o caso especial da variação do-while. Enquanto no caso padrão da estrutura while a primeira execução já está sujeita a avaliação da expressão booleana (ou seja, o bloco pode ser executado 0..\* repetições). Temos que para a variação do-while o bloco será executado no mínimo 1 vez, visto que a avaliação da expressão de repetição será apenas ao final do bloco.

class DoWhileDemo {

public static void main(String[] args){

int count = 1;

do {

System.out.println("Count is: " + count);

count++;

} while (count < 11);

}

}

## **Laço de repetição FOR**

A estrutura de repetição for tem a intenção de percorrer um conjunto definido de valores. O laço for executa a repetição de um bloco de código repetidas vezes **até** satisfazer uma determinada condição. A sintaxe básica é

for (inicialização; terminação; incremento) {

instrução(ões)

}

* A expressão inicialização inicia o laço; é executado uma vez, quando o laço inicia.
* Quando a expressão de terminação é avaliada como falsa, então o laço encerra.
* A expressão de incremento é invocada depois de cada interação ao longo do laço. É perfeitamente aceitável para a expressão também conter o decremento de um valor.e.

Com base nos exemplos vistos na seção anterior (while), podemos re-escrever um programa que escreva em console todos os números inteiros entre 1-10.

class ForDemo {

public static void main(String[] args){

for(int i=1; i<11; i++){

System.out.println("Count is: " + i);

}

}

}

*Nota: É comum o uso de variáveis i, j, k como variáveis de controle do laço for.*

Os laços for são especialmente úteis para percorrer arrays. Considere o seguinte exemplo

class ForArrayDemo {

public static void main(String[] args){

int[] numbers = {1,2,3,4,5,6,7,8,9,10};

for(int i=0; i < numbers.length; i++){

System.out.println("Array value is: " + numbers[i]);

}

}

}

Veja que usamos a variável de controle i como índice para percorrer nosso array. Perceba também como definimos a condição de término do laço: i < numbers.length. Ou seja, numbers.length é uma propriedade especial de todo array que indica o seu tamanho. Assim, o valor esperado é 10, isto é, o tamanho do array criado.

## **Sintaxe especial do for para arrays**

Java também oferece uma variação do laço for, chamada **foreach**. Embora a sintaxe seja diferente, continuamos usando a palavra-chave for. Veja a seguir

class EnhancedForDemo {

public static void main(String[] args){

int[] numbers = {1,2,3,4,5,6,7,8,9,10};

for (int item : numbers) {

System.out.println("Count is: " + item);

}

}

}

Neste trecho não temos uma variável de controle. O próprio compilador Java entende que estamos percorrendo um array, e **associa cada valor contido no array à variável informada**. Ou seja, o código anterior é equivalente a

class EnhancedForDemo {

public static void main(String[] args){

int[] numbers = {1,2,3,4,5,6,7,8,9,10};

for (int i=0; i < numbers.length; i++) {

int item = numbers[i];// here is the trick!

System.out.println("Count is: " + item);

}

}

}

### Materiais complementares

* <https://docs.oracle.com/javase/tutorial/java/index.html>

### Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>
* <https://www.treinaweb.com.br/blog/estruturas-condicionais-e-estruturas-de-repeticao-em-java#:~:text=Estruturas%20de%20repeti%C3%A7%C3%A3o%2C%20tamb%C3%A9m%20conhecidas,o%20for%20e%20o%20while>.

# Arrays

Um array é um contêiner de objetos que armazena uma quantidade limitada de elementos de um único tipo. O tamanho do array é definido em sua declaração. Para declarar um array de 10 posições de números inteiros, podemos escrever

int[] arrayInteiros = new int[10];
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Descrição gerada automaticamente](data:image/gif;base64,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)

Cada elemento do array deve ser acessado através de um índice. Por exemplo, arrayInteiros[0] acessa o valor do primeiro elemento no array, ou seja, o índice inicia de 0 e vai até length - 1. Assim, para um array de 10 posições, temos os índices de 0 a 9.

Imagine que queremos gravar a idade de 10 pessoas e, após todas as leituras, queremos exibir todos os valores recebidos.

public class Main {

public static void main(String[] args) {

// declares an array of integers

int[] ages;

// allocates memory for 10 integers

ages = new int[10];

// initialize first element

ages[0] = 10;

// and so forth

ages[1] = 15;

ages[2] = 22;

ages[3] = 35;

ages[4] = 37;

ages[5] = 17;

ages[6] = 21;

ages[7] = 19;

ages[8] = 26;

ages[9] = 28;

// Alternatively, you can use the shortcut syntax to create and initialize an array:

// int[] anArray = {100, 200, 300, 400, 500, 600, 700, 800, 900, 1000};

System.out.println("Element at index 0: " + ages[0]);

System.out.println("Element at index 1: " + ages[1]);

System.out.println("Element at index 2: " + ages[2]);

System.out.println("Element at index 3: " + ages[3]);

System.out.println("Element at index 4: " + ages[4]);

System.out.println("Element at index 5: " + ages[5]);

System.out.println("Element at index 6: " + ages[6]);

System.out.println("Element at index 7: " + ages[7]);

System.out.println("Element at index 8: " + ages[8]);

System.out.println("Element at index 9: " + ages[9]);

}

}

## **Strings como arrays de caracteres**

Temos que ter em mente que, assim como o tipo char representa um único carácter Unicode, String representa uma sequência de caracteres, ou seja, um **array de char**. Portanto, podemos manipular qualquer string como um char[].

Para nossa conveniência, a linguagem Java já nos fornece diversos métodos para manipulação de arrays. Vamos analisar o exemplo a seguir.

class ArrayCopyOfDemo {

public static void main(String[] args) {

char[] copyFrom = {'d', 'e', 'c', 'a', 'f', 'f', 'e',

'i', 'n', 'a', 't', 'e', 'd'};

char[] copyTo = java.util.Arrays.copyOfRange(copyFrom, 2, 9);

System.out.println(new String(copyTo));

}

}

Temos um array de origem com 13 elementos do tipo char. Desejamos obter uma cópia iniciando no elemento de índice 2 até (mas não incluindo) o índice 9. O resultado vamos atribuir a um novo array com nome copyTo. Para exibir o array resultante, vamos iniciar uma nova string com o conteúdo de copyTo e exibi-la através de System.out.println.

A saída esperada do programa deve ser caffein.

### Materiais complementares

* <https://docs.oracle.com/javase/tutorial/java/nutsandbolts/arrays.html>

### Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>

# Matrizes

Aprendemos no tópico anterior sobre arrays

*Um*array*é um contêiner de dados que armazena uma quantidade limitada de elementos de um único tipo*

Assim, nós sabemos que podemos declarar arrays de todos os tipos de dados suportados pelo Java - desde os tipos primitivos até os mais complexos, como Strings. Mas se um array é um tipo, então podemos declarar "arrays de arrays".

Vamos pensar numa planilha. Ela tem linhas e colunas. é comum que as colunas sejam letras e as linhas, números. Assim, nós referenciamos a primeira de todas as "células" como **A1**. Às células na mesma linha chamamos B1, C1, D1, etc. Às células na mesma coluna de A1 chamamos A2, A3, A4, etc. Veja que temos um padrão para referenciar células de acordo com as linhas e colunas que elas pertencem.

Se analisarmos do ponto de vista da geometria, existem espaços unidimensionais, bi-dimensionais, tri-dimensionais (3D), etc. Em plano cartesiano bi-dimensional, referenciamos as coordenadas através da posição no eixo X e no eixo Y. Da mesma forma, se for um espaço 3D, temos três coordenadas: X, Y e Z.

Com base nisso, podemos falar na programação sobre **matrizes**, ou seja, são "arrays de arrays". A sintaxe em Java é bem simples, usando os colchetes para cada dimensão que queremos representar. O trecho a seguir, cria uma matriz (ou array bi-dimensional) de 5 linhas e 5 colunas.

int[][] matrizInteiros = new int[5][5];

Veja que usamos duas vezes a notação de colchetes; uma para representar as linhas e outra para as colunas. Vamos a um exemplo usando a notação resumida de arrays para criar uma matriz 3x3 com os números inteiros de 1 a 9.

int[][] matrizInteiros = {{1,2,3},{4,5,6},{7,8,9}};

Para referenciar a primeira posição, faremos como nos demais sistemas multidimensionais discutidos anteriormente. Ou seja, a primeira posição é indicada pela primeira linha e primeira colunas, isto é, [0][0].

System.out.println(matrizInteiros[0][0]);//expected result -> 1

E para percorrer cada uma das posições da nossa matriz, precisaremos aninhar laços!

## **Laços aninhados**

Como vimos, matrizes podem ser chamadas de "arrays de arrays". Isso permite os mais variados cenários de multi-dimensões.

Quando estudamos arrays, vimos que cada posição é referenciada por um índice e a forma mais prática de percorrer todas as posições é usando um laço FOR. No caso das matrizes, vamos precisar de um laço para cada dimensão. Ou seja, para uma matriz (2D) precisaremos de 2 laços; para uma matriz 3D, 3 laços; e assim por diante.

int[][] matrizInteiros = {{1,2,3},{4,5,6},{7,8,9}};

for (int i=0; i < matrizInteiros.length; i++) {

for (int j=0; j < matrizInteiros[i].length; j++) {

System.out.println(matrizInteiros[i][j]);

}

}

### Materiais complementares

* <https://www.devmedia.com.br/matrizes-aprenda-a-trabalhar-com-vetores-bidimensionais-revista-easy-java-magazine-22/25766>

### Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>
* <http://www.w3big.com/pt/java/java-array.html>

## **Versionamento de código**

O versionamento de código é uma estratégia utilizada para gerenciar as diferentes versões de um código.

E quando falamos de versionamento de código, é comum ouvirmos falar de Git.

### Git

Git é um sistema de código aberto para o controle de versões. Com ele podemos criar todo histórico de alterações no código do nosso projeto e facilmente voltar para qualquer ponto para saber como o código estava naquela data.

### GutHub

O Github é um serviço online de hospedagem de repositórios Git(como são chamados os projetos que utilizam Git). Com ele podemos manter todos nossos commits e ramos sincronizados entre os membros do time. Além do github existem outros serviços como por exemplo o GitLab e Bitbucket.

Para utilizar o Git precisamos:

* fazer o download dele (<https://git-scm.com/downloads>)
* Criar uma conta em serviço online de hospedagem de repositórios Git.

Apos isso, devemos configurar nossa conta localmente.

$ git config --global user.name "Fulano de Tal"

$ git config --global user.email fulanodetal@exemplo.br

### Branch

As ramificações ou branchs no Git são formas de termos uma mesma versão do código sofrendo alterações e recebendo commits de diferentes fontes e inclusive por diferentes desenvolvedores.

Criando repositório novo

$ git init <meu\_projeto>

Clonando repositório

$ git clone <repo url>

Criando uma nova branch

$ git checkout -b <branch\_nova>

Adicionando nova alteração

$ git add \*

Commitando alteração

$ git commit -m “ meu commit”

Subindo commit

$ Git push origin <sua\_branch>

### Materiais complementares

* <https://www.conventionalcommits.org/en/v1.0.0/>

### Referências

* <https://git-scm.com/doc>

## **Tratamento de erro**

Quando criamos projetos Java, podem ocorrer erros durante a execução do seu projeto. Nesse momento, você já deve ter se deparado com alguns desses erros que param a execução do nosso projeto e lançam a famosa "Exception".

As Exceptions acontecem quando algo não desejado acontece. Mas, não queremos que esse imprevisto pare toda a execução do nosso projeto. Podemos contornar essas situações realizando o tratamento dos locais no código que podem vir a lançar possíveis exceções. Uma forma de fazer isso é utilizando o try e catch

Sintaxe

try{

//codigo

}catch(exceçao e){

//codigo

}

* try: Inserimos o trecho de código que queremos executar e que pode lançar uma exceção
* catch: Trecho de código que deve ser executado caso ocorra um erro e a exceção seja capturada.

Quando utilizamos o try e catch podemos adicionar o finally que é um bloco de código que será sempre executado, independentemente de sua conclusão ter ocorrido normalmente ou ter sido interrompida.

Sintaxe

try{

//codigo

}catch(exceçao e){

//codigo

}finally {

// bloco de codigo

}

### Materiais complementares

* <https://docs.oracle.com/javase/tutorial/essential/exceptions/try.html>

### Referências

* <https://docs.oracle.com/javase/tutorial/java/index.html>
* <https://www.devmedia.com.br/tratando-excecoes-em-java/25514>